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Abstract— Code smell (CS) is a sign that tells something has gone incorrect, somewhere in the code. Such problems are neither bugs nor they are technically wrong. Moreover, they do not prevent the program from its functioning. CS indicates the flaws in the design that may be a reason to slow down the development in the near future. From software engineer’s perspective, detecting CS remains major concern so to enhance maintainability. However, it is a time consuming task. Current CS detection tools are not equipped with functionality to assess the parts of code where improvements are required. Hence, they are unable to re-factor the actual code. Further, no functionality is available to permanently remove the CSs from the actual code thereby increasing the Risk factor. In this research work we find the bad smells in the code form like unused empty catch, unused variable, dead code, switch statements and long method. In this approach implemented to detect the bad smell in two ways i.e., fact and rules and Ant colony optimization algorithm. Our proposed algorithm is an OOPs based concept which supports multiple languages (C, C++, Java and .Net). Bad smell means to code in a wrong way. It is not a standard form. Bad smell may lead to overall performance reduction in the software system leading to high time consumption, high space complexity, high software maintenance cost etc. Therefore, to detect the bad smells to reduce these kinds of parameters with false acceptance rate, false rejection rate and accuracy and compared with existing parameters.
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I. INTRODUCTION

Code Smells are the unwanted parts of code which may serve as fertile ground for errors. They can be because of lack of time, clear requirements, experience, proper testing etc. These smells can be detected manually or automatically with a tool. Manual detection is static and performed by the developer itself or by special team. Many formal or informal techniques are used for this purpose. Every detail can be noted down and alternates can be suggested for the code smells detected. There are various pros and cons of both manual and automatic detection. Manual detection is time consuming, tiresome and may miss some smells but it is considered to be more accurate as only the humans should take the final decision about refactoring the code. Automatic Detection using tools is easier, consumes less time, is cost effective but can be error prone as it may consider some code weaknesses falsely to be errors. Here we have developed a tool for the detection of some major Code Smells like Long Method, Dead Functions, Un-Used Variables, Un-used Catch, Switch Statements.

1.1 Overview of Detection Methods

Detection of code smells from the source code can be performed using various techniques. We achieve this using Facts and Rules. All the statements in the source code are traversed. The statements which are actually keywords in the language used like if, else, for, while etc are not included while calculation of FAR and FRR. Symbols are also excluded like }, {, ; etc. An Abstract Syntax Tree is build and studied or parsed to find the exactly matching smells. To do this facts and rules are applied along with Ant Colony Optimization algorithm. We use ant colony algorithm to optimize the results. As shown in the figure below when the code is queried for a matching syntax (which are actually code smells), facts and rules are applied and if a match happens it indicates that a code smell has been successfully detected.
Refactoring is a term used in mathematics to divide or express any term in to its multiples. It expresses the same statement in a much cleaner manner. Same is the gist of Refactoring: Clean Code. Fowler’s work inspired the IT industry to use refactoring technique on code. Fowler mentions 4 advantages of code Refactoring:

- **Improvisation in design** – Code starts to decay in the process of modifications as the structure is changed. Refactoring confirms that the process actually makes the code more portable, scalable and flexible.
- **Ease of understanding** – Simplicity or Ease of understanding the code is an important and reach of the product to the masses depends on the understanding of the product.
- **Detecting Defects** – Better code structure is helpful in detecting the defects that are currently latent or masked and are not causing any problem but may cause a potential threat in future.
- **Efficiency** – Performance of the product basically depends on the usage of standard and fast coding practices.

Refactoring is the most basic process used in industry. For better rationality, modularity, portability, readability and robustness refactoring is a must. Refactoring of code is now moving towards automatic detection but it still needs manual intervention.

### 1.6.1 Techniques of Refactoring

- Move Method
- Extract Class
- Pull Up Method
- Extract Method
- Replace Temp with Query
- Inline Method.
- Replace Array With Object
- Inline Class

### 1.3 Ant Colony Optimizaton Algorithm

Ant Colony Optimization (ACO) combines proposed promising solutions with already existing ones. We aim to achieve the best solution by merging the already available solutions with the most probable solutions and keep on rejecting until we achieve the best answer to our question.

The main characteristic of ACO algorithms is that they try to make the best possible use of the available information.

### II. RELATED WORK

W. Abdelmoez et al., 2014 [40] considered the concept of Risk. The tool that he developed was based on risk to detect code smells. He uses the tool to study the problems encountered in c# code. He detects 4 code smells which are empty catch, Message chain, Long Parameter list and Long Method. Risk level increases with the increase in the frequency of occurrence of bad smells. Risk level also increases if the smell is strong. Anshu Rani et al., 2014 [41] describes that refactoring improves performance of the code without making any changes to its behaviour. It removes the bad smells and thus contributes in increasing the maintainability of code. He also mentions that most of the tools available are platform dependent. Some tools work only on java code and some only on c# code and so on. Nonetheless they are more efficient than humans in detection of code smells. More work needs to be done on windows based GUI applications to make more developers use refactoring.

Van Noije, et al., 2014 [42] he uses the term crowd smells to collectively find many code smells. It prefers collaborative environment for development of a product and detection of code smells in java code. It uses collective intelligence. Users from all over the world connect themselves to a cloud server to access information. It leads to accurate code without any major defects leading to a secure and robust product. PhongphanDanphitsanuphan, et al., 2012 [44] This paper proposes OOP based metrics for the detection of bad smells in source code of software. Certain software metrics are used to detect bad smells. Many code smells were detected using the tool developed in this paper some of which are: Data class, Switch statement, Lazy Class, Large class, Long method, heairarchy of parallel inheritance. KarnamSreenu, 2012 [46] This paper takes in to account 2 code smells which are Temporary Fields and Lazy Class. It describes some new methods of refactoring for the identification of smells. After identification of these bad smells we need to use refactoring methods which are most suitable for the smell. It uses Replace Temp and Merge Class methods to refactor code. These refactoring methods can be applied on the source code directly and reduce the length of code to make significant improvement in the source code. It also considers Depth of Inheritance for detection of smells.
III. SIMULATION MODEL

Code Smells detection tool that we make in Microsoft Visual Studio Ultimate will be based upon the risk based strategy. The detection methodology is determined by feature selection using fact and rules and ACO algorithm. The software program made by us will look for dead code, long method, unused catch, switch and unused variable and informs the user about the detected smell on the GUI itself along with a message. It is a tool which bears a simple Graphic User Interface and easy to learn and operate. Before we start testing any source code for the code smells we need to upload the project. After the project upload is done user is notified with a message. After uploading the project user selects a code smell to be detected from the 5 code smells listed on the page. This takes the user to the specific page of that code smell. Here the user needs to upload all the files the user needs to test. Files are uploaded in sequence and after this user needs to select the “Start Testing” option. All the files are processed one by one and the smells present in them are highlighted. User can study and analyse these smells in the code and decide whether to refactor the smell or not. There are various methods for refactoring and user can select the one which is most suitable for his code and functionality. Refactoring does not have any impact on the behaviour of code. In this manner user can detect all the five code smells from his files. After all the files uploaded in the project have been tested for code smells user can check the Accuracy of detection process which has been stored under the Results tab. Results page displays the Fault Rejection Rate, Fault Acceptance Rate and Accuracy percentage. FAR, FRR and Accuracy values are stable in the project with a minor variation. Accuracy of the project is stable at 99% whereas the FAR is stable at 0.006 and FRR is stable at 0.004. The values of FAR and FRR represent the errors in calculations which is quite low and Accuracy of 99% obviously indicates the results are exact and correct.

Graphic User Interface of the tool is quite simple and self-explanatory. No special expertise is required to operate the tool. It is very beneficial for naive developers who need expert guidance on coding practices. Code after completion can be uploaded to this tool for detection of smells. Code Smells are shown in a very clear manner as a list of methods in the message displayed on the screen. User can now analyse the code and refactor it if required to make it simpler, robust, secure, flexible and compact. This refactored code is easier to maintain and more scalable as compared to the longer version of it. Hence, Code Smell Detection tool has a simple and userful design and operation.

IV. EXPERIMENT AND RESULT

Code Smell Detection Tool has a simple and user friendly Graphic User Interface. After launching the tool and uploading the project we are ready for detection of bad smells. We select among the 5 Bad Smells the tool detects. For Example we select the Long Method. Now the tool scans the project’s code and names the methods which are longer than the specified limit. These methods are named in a message after which it is user’s discretion to take appropriate action.
After upload user selects the type of smell to be detected. For ex. we select Long Method and test the file.

![Testing Panel](image1)

Fig. 5. Selection of Code Smell

After testing the functions which are long are displayed along with message to the user. These methods can be now refactored.

![Detection of Long Methods](image2)

Fig. 6. Detection of Long Methods

As per the execution of various files uploaded by the user for code smell detection the results are executed and displayed on the results page. Results page consists of three parameters which are FAR, FRR and Accuracy respectively. We have executed all the project files four times and shown the results obtained in the form tables and graphs.

![Result of Project](image3)

Fig. 7. Result of Project

False Rejection Rate measures the likelihood that a system will reject the valid input as invalid one whereas False Acceptance Rate measures the likelihood that the system will accept the invalid input as valid one.

![False Rejection Rate](image4)

Fig. 10. False Rejection Rate

The above table displays the comparison of Base and Proposed FRR performance data of the tool.

<table>
<thead>
<tr>
<th>Test case</th>
<th>Base</th>
<th>Proposed</th>
</tr>
</thead>
<tbody>
<tr>
<td>1</td>
<td>0.00598</td>
<td>0.00309</td>
</tr>
<tr>
<td>2</td>
<td>0.00363</td>
<td>0.00363</td>
</tr>
<tr>
<td>3</td>
<td>0.00373</td>
<td>0.00373</td>
</tr>
<tr>
<td>4</td>
<td>0.00290</td>
<td>0.00290</td>
</tr>
</tbody>
</table>

Table 1. Performance based False Rejection Rate
The above table displays the comparison of Base and Proposed FAR performance data of the tool. Based on these results the performance of Code Smell Detection Tool can be judged.

IV. CONCLUSION

Various techniques and tools are available in market for the study and analysis of bad smells from the software system in different languages (C, C++, Java and .net) as discussed in literature survey. Comparison of these detection tools is a complex task, and in some projects using them is not advised or necessary. Various code smells are detected in our source code using graphical user interface application. The calculated object oriented metrics show the value of each metric in their respective code smells detected in the coding. The purpose of this research work was not to evaluate the tools, but to explain our experience in using them and draw the difficulties in the comparison task. The first experiential study on the result of code smells on software conservation effort in a prohibited industrial setting. As a verification of concept, it developed an automatic risk based code smells detection tool. Our proposed approach uses optimized (Ant Colony Optimization) algorithm which is available to find various bad smells in various languages (C,C++,Java and .Net). The proposed algorithm perform better in terms of various parameters like false acceptance rate, false rejection rate and accuracy.

In the future scope, researchers can develop a refactoring approach which is able to refactor the code for various languages in our system. It can implement a hybrid approach (PSO+Firefly) and a designer based research to duplicate Mantyla’s designer study and on an investigation of the difficult implication of smell suppression. The consequences accessible now will be the principle of many smell revisions and will receive additional searching in this area, to enhance the maintenance of software system and different fields. The performance can be optimized through some other optimization algorithms and refactoring of bad smells for some other parameters of code. The performance of proposed algorithm can also be enhanced through adding some other bad smells in the code.
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